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### Question 1:

#### Define Big Data and outline its key characteristics.

Big Data may be defined in many ways, depending on who you ask. However, most definitions of big data reflect the growing technological ability to capture, aggregate, and process an ever increasing volume, velocity, and variety of data (Iqbal, n.d.). Volume, Velocity and Variety, have become known as the 3 V’s of Big Data. Big Data comes in a variety of forms including pictures, video, audio, and social media, and hence a variety of formats, whether structured, semi structured, or unstructured. Volume and variety refer to data that is too large or complex for storage and analysis by traditional methods. Since the advent of the Internet and proceeding developments in technologies like the Internet of Things(IoT), Sensors, GPS devices, Machine Learning (ML) and Artificial Intelligence (AI), the volume and variety of data being produced is on an upward and seemingly unbound trajectory (Agnellutti, 2014). This data is being produced at an exponential rate, with velocity referring to this, and the requirement for its instant processing for immediate use and inferred insight. Other interpretations of Big Data include the addition of veracity and value, with veracity referring to the messiness and trustworthiness of data, while value refers to the potential insight or gain, hidden within the data (Yaqoob et al., 2016).

#### Discuss the potential for banks to increase profits through big data processing and analysis.

The banking industry, like most others, stands to benefit greatly from the storage, processing and analysis of big data.

It is an extremely competitive industry, with most banks offering similar financial products and services. The opportunity exists for banks to harness big data through their daily transactions, e-banking, real-time feeds, social media posts and customer service records, and from this develop analytic models to optimise outcomes and derive insights for a competitive advantage (Bedeley, 2014). Specific areas in which banks may benefit include through customer segmentation and personalised services, including target marketing campaigns. By leveraging AI for the analysis of transactional data, banks can improve their fraud detection capabilities as well as develop models for advanced risk assessments and credit scoring, for loan and service approvals. Additionally, predictive models may aid in analysing the financial landscape for economic indicators thereby aiding informed investment decisions.Through the processing and analysis of big data, banks may improve every day operational efficiency, including optimising processes, reducing expenditure and resource management. Finally, the analysis of big data such as social media would lead to insights into customer behaviour, brand loyalty, competitor actions, customer services interactions and customer experiences through sentiment analysis.

#### Identify three businesses that have successfully leveraged big data storage solutions in recent times.

The first business that not only leverages big data storage solutions, but offers its own is Google. Google uses Big data to better understand its users and to improve its services (Kumari, 2021). Google also -provides storage solutions through google cloud platform and workspace .

Amazon is another powerhouse in the e-commerce sector that both utilises and provides Big Data solutions. Amazon collects and stores boundless data related to products and customers (Kumari, 2021). They too provide a cloud computing platform with a diverse array of services through Amazon Web Services (AWS)(Emergen Research, https://www.emergenresearch.com, 2024).

A third company leveraging big data storage solutions would be IBM. IBM is a global technology and consulting giant that has played an influential role in the ever evolving technological landscape (Emergen Research, https://www.emergenresearch.com, 2024). They are one of the biggest vendors of big data related products and services, with their storage solutions known for their scalability, integrated data management and analytics capabilities (www.linkedin.com, n.d.).

Section Word Count: 544

### Question 2: Word Count A (Smaller file)

#### Provide the screenshots based on your VM (hduser@studentusername:~$) or Google cloud platform (we check the Google cloud has been used or not, if not used, zero marks) for the following processes

#### a) Start all five processes of hadoop distributed file system

| # Open Terminal  Ctrl + Alt + t  # Change to Desktop  Cd Desktop  # Start HDFS  ./hdfs |
| --- |

#### b) Find the text dataset of size (500 MB at least) and create a folder on hadoop named CA2. Copy the dataset from VM to the hdfs directory (CA2) the data.
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| # Creating a new folder  hadoop fs -mkdir /CA2    # Change Directory  cd  cd Downloads  # Move the text file from Downloads to CA2  hadoop fs -put ./A\_Tale\_of\_Two\_Cities.txt /CA2  # List the contents of CA2 to confirm move  hadoop fs -ls /CA2 |
| --- |

#### c) Execute Mapper and Reducer programmes by using loaded input file.

|  |
| --- |

|  |
| --- |

| # Change Directory  cd  cd Desktop/Tutorial\_3  # Confirming mapper and reducer files are listed  ls  # Initiating Hadoop Streaming  hadoop jar $HADOOP\_HOME/share/hadoop/tools/lib/hadoop-streaming-3.3.6.jar -mapper ./mapper.py -reducer ./reducer.py -input /CA2/A\_Tale\_of\_Two\_Cities.txt -output /CA2WordCount |
| --- |

#### d) Display the frequency of each word obtained from the dataset

| # Checking contents of CA2WordCount (output file)  hadoop fs -ls /CA2WordCount  # Checking word count  hadoop fs -cat /CA2WordCount/part-00000 |
| --- |

#### e) Download the output file from hadoop and upload it on Moodle. If you could not provide the screenshots for all commands or related files, no marks will be awarded.

| # Copying the CA2WordCount (output file) to local drive  Hadoop fs -copyToLocal /CA2WordCount ./  # Listing contents of Tutorial\_3 folder to confirm copy  ls  # Changing directory to CA2WordCount  Cd CA2WordCount  # Listing contents of CA2WordCount  ls  # Checking word count  cat part-00000 |
| --- |

### Question 2: Word Count A (Larger file)

#### Provide the screenshots based on your VM (hduser@studentusername:~$) or Google cloud platform (we check the Google cloud has been used or not, if not used, zero marks) for the following processes

#### a) Start all five processes of hadoop distributed file system

| # Open Terminal  Ctrl + Alt + t  # Change to Desktop  Cd Desktop  # Start HDFS  ./hdfs |
| --- |

#### b) Find the text dataset of size (500 MB at least) and create a folder on hadoop named CA2. Copy the dataset from VM to the hdfs directory (CA2) the data.
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| # Creating a new folder  hadoop fs -mkdir /CA2  # Change Directory  cd  cd Downloads  # Move the text file from Downloads to CA2  hadoop fs -put ./200mb-example-dummy-file\_1.txt /CA2  # List the contents of CA2 to confirm move  hadoop fs -ls /CA2 |
| --- |

#### c) Execute Mapper and Reducer programmes by using loaded input file.

|  |
| --- |

|  |
| --- |

| # Change Directory  cd  cd Desktop/Tutorial\_3  # Confirming mapper and reducer files are listed  ls  # Initiating Hadoop Streaming  hadoop jar $HADOOP\_HOME/share/hadoop/tools/lib/hadoop-streaming-3.3.6.jar -mapper ./mapper.py -reducer ./reducer.py -input /CA2/200mb-example-dummy-file\_1.txt -output /CA2WordCountLarge |
| --- |

#### d) Display the frequency of each word obtained from the dataset

| # Checking contents of CA2WordCount (output file)  hadoop fs -ls /CA2WordCountLarge  # Checking word count  hadoop fs -cat /CA2WordCountLarge/part-00000 |
| --- |

#### e) Download the output file from hadoop and upload it on Moodle. If you could not provide the screenshots for all commands or related files, no marks will be awarded.

| # Copying the CA2WordCount (output file) to local drive  hadoop fs -copyToLocal /CA2WordCountLarge ./  # Listing contents of Tutorial\_3 folder to confirm copy  ls  # Changing directory to CA2WordCount  cd CA2WordCountLarge  # Listing contents of CA2WordCount  ls  # Checking word count  cat part-00000 |
| --- |

### Question 2: Top Ten

#### Provide the screenshots based on your VM (hduser@studentusername:~$) or Google cloud platform (we check the Google cloud has been used or not, if not used, zero marks) for the following processes

#### a) Start all five processes of hadoop distributed file system

| # Open Terminal  Ctrl + Alt + t  # Change to Desktop  Cd Desktop  # Start HDFS  ./hdfs |
| --- |

#### b) Find the text dataset of size (500 MB at least) and create a folder on hadoop named CA2. Copy the dataset from VM to the hdfs directory (CA2) the data.

![](data:image/png;base64,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)

| # Creating a new folder  hadoop fs -mkdir /CA2  # Change Directory  cd Downloads  # Move the text file from Downloads to CA2  hadoop fs -put ./diamonds.txt /CA2  # List the contents of CA2 to confirm move  hadoop fs -ls /CA2 |
| --- |

#### c) Execute Mapper and Reducer programmes by using loaded input file.

|  |
| --- |

#### 

|  |
| --- |

| # Change Directory  cd  cd Desktop/Tutorial\_3  # Confirming mapper and reducer files are listed  ls    # Initiating Hadoop Streaming  hadoop jar $HADOOP\_HOME/share/hadoop/tools/lib/hadoop-streaming-3.3.6.jar -mapper ./topTenDiamondsByPriceMapper.py -reducer ./topTenDiamondsByPriceReducer.py -input /CA2/diamonds.txt -output /CA2TopTenDiamondCuts |
| --- |

#### d) Display the frequency of each word obtained from the dataset

| # Checking contents of CA2TopTenDiamondsByPrice (output file)  hadoop fs -ls /CA2TopTenDiamondsByPrice  # Checking word count  hadoop fs -cat /CA2TopTenDiamondsByPrice/part-00000 |
| --- |

#### e) Download the output file from hadoop and upload it on Moodle. If you could not provide the screenshots for all commands or related files, no marks will be awarded.

| # Copying the CA2WordCount (output file) to local drive  hadoop fs -copyToLocal /CA2TopTenDiamondsByPrice ./  # Listing contents of Tutorial\_3 folder to confirm copy  ls  # Changing directory to CA2TopTenDiamondsByPrice  cd CA2TopTenDiamondsByPrice  # Listing contents of CA2TopTenDiamondsByPrice  ls  # Checking top ten  cat part-00000 |
| --- |

### Question 3:

#### Discuss and demonstrate a comparison of MySQL and Apache Hive based on the architecture and performance.

MySQL is a commonly used open-source relational database management system (RDBMS), that supports predefined data types like date and float. MySQL provides Structured Query Language (SQL) statements including DDL (Data Definition Language) and DML (Data Manipulation Language). DDL provides the ability to define, create and modify database objects such as tables, indexes, and views. DML allows for manipulating data in a database, like inserting, updating, and deleting records. MySQL supports secondary indexing, which is a way to efficiently access records in a database without the use of the primary key. It also offers user-defined functions and the integration of map-reduce. MySQL follows ACID properties in Atomicity, Consistency, Isolation, and Durability (db-engines.com, n.d.). Other features include sharding or horizontal partitioning that separates large databases into smaller, faster, more easily manageable database shards as well as various replication methods.

Apache Hive on the other hand provides data warehouse functionality, built on top of Hadoop, for querying and managing large distributed datasets. It is a system or framework for managing and querying unstructured data as if it was structured. With regards to data types, Hive is slightly more limited and does not support spatial data (Quora, n.d.). This can however be facilitated with the use of external libraries. Similarly to MySQL, Hive offers SQL like syntax through HiveQL (HQL). Hive too supports secondary indexing and user defined functions to manipulate data and support data-mining, while using map reduce for execution (Iqbal, n.d.). Apache Hives architecture consists of three core parts in Hive Clients, Hive Services and Hive Storage and Computing, and seven main components in the Metastore, Driver, Command Line Interface (VLI), Web Interface, Thrift Server, JDBC (Java database connectivity) and ODBC (Open Database Connectivity) (www.guru99.com, n.d.).

For communicating with different applications, Hive provides different drivers.Thrift client is provided for communication with Thrift based applications, JDBC is provided for Java applications, with ODBC drivers provided for other applications. These Clients and drivers themselves communicate with Hive server within Hive Services.

Client interactions with Hive including query related operations can be performed through Hive Services. DDL operations are performed through CLI with all drivers communicating with Hive server and to the main driver in Hiver services. This main driver communicates with all applications and will process different requests to the Meta store and field systems for further processing.

Metastore, File system, Job Client and other services then communicate with Hive storage. Hive's Meta storage database stores Metadata information of tables that are created in Hive, while query results and any data loaded in tables is stored in HDFS (www.guru99.com, n.d.).

With regards to performance, both tools perform similar actions in retrieving data but in very different ways. Hive is designed as a convenient interface for querying data within HDFS while MySQL is intended for online operations requiring many reads and writes. Hive applies serialisation and deserialisation adaptors which allow users to redefine tables to match data without actually touching the data using a method called ‘schema on read’ (Iqbal, n.d.). This makes it less suitable for online tasks which require heavy read and write traffic (Rathbone, 2015). MySQL on the other hand defines table schemas before adding data using ‘schema on write’, which allows for data reading and writing in an optimal way. Hive provides eventual consistency while MySQL offers immediate consistency. Hive is better utilised when performing complex querying and analytics on large datasets already stored on Hadoop. It offers extensibility, interoperability and performance through query optimisation and hash joining.

MySQL performs better on smaller datasets, for frequently updating and modifying records and for online transactions (Rathbone, 2015).

#### Consider a dataset and perform a query on both systems with at least 5,000 rows and at least 5 features. Show the duration of query execution by displaying screenshots obtained from a virtual machine (VM).

##### Setting up Hive

| # Open Terminal  Ctrl + Alt + t  # Change to Desktop  Cd Desktop  # Start HDFS  ./hdfs          CREATE TABLE IF NOT EXISTs diamondsTable (carat FLOAT, cut STRING, color STRING, clarity STRING, depth FLOAT, ‘table’ FLOAT, price INT, x FLOAT, y FLOAT, z FLOAT) ROW FORMAT DELIMITED FIELDS TERMINATED BY ',';    LOAD DATA INPATH 'hdfs://localhost:9000/CA2/diamonds.txt' INTO TABLE diamondsTable; |
| --- |

##### Setting up MySQL Database and Table

|  |
| --- |

##### Select All Comparison

| SELECT \* FROM diamondsTable; |
| --- |

| SELECT \* FROM diamonds\_table; |
| --- |

##### Aggregation Comparison

| SELECT AVG(price) FROM diamondsTable; |
| --- |

| SELECT AVG(price) FROM diamonds\_table; |
| --- |

| SELECT AVG(carat) FROM diamondsTable; |
| --- |

| SELECT AVG(carat) FROM diamonds\_table; |
| --- |

| SELECT COUNT(\*) FROM diamondsTable; |
| --- |

| SELECT COUNT(\*) FROM diamonds\_table; |
| --- |

##### 

##### Filtering Comparison

| SELECT \* FROM diamondsTable WHERE carat > 1.0; |
| --- |

| SELECT \* FROM diamonds\_table WHERE carat > 1.0; |
| --- |

| SELECT \* FROM diamondsTable WHERE carat > 2.0 ORDER BY price DESC LIMIT 10; |
| --- |

| SELECT \* FROM diamonds\_table WHERE carat > 2.0 ORDER BY price DESC LIMIT 10; |
| --- |

| SELECT \* FROM diamondsTable WHERE cut = '"Ideal"'; |
| --- |

| SELECT \* FROM diamonds\_table WHERE cut = '”Ideal”'; |
| --- |

##### Joining Comparison

| SELECT d.\*, dummy.\* FROM diamondsTable d JOIN (SELECT 1 AS dummy\_col) dummy ON 1=1;    First execution:    Second execution: |
| --- |

| SELECT d.\*, dummy.\* FROM diamonds\_table d JOIN (SELECT 1 AS dummy\_col) dummy ON 1=1; |
| --- |

Across all queries, whether for aggregation, filtering, or for joins, MySQL consistently outperforms Apache Hive. The overall results are as expected, with MySQL proving more efficient for querying a relatively small dataset of 53939 rows and 10 columns. Both tools have similar querying structure as we discussed earlier, with Hive providing SQL like syntax for querying HDFS. With this, Hive's architecture introduces additional overheads due to the requirement of translating SQL like queries into MapReduce Jobs. MySQL on the other hand, benefits from its query optimisation, execution engine and relational database design. We find Hive's architecture and MapReduce execution to be considerably slower for join queries as tested with a dummy table above. Apache Hive is however designed for large scale data processing and analysis, executable on Hadoop clusters, for which it should outperform MySQL.
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### Question 4:

#### Using Apache Pig and the provided dataset with columns Invoice, StockCode, Description, Quantity, InvoiceDate, Price, Customer ID, and Country, write a Pig script to calculate the total sales generated by customers in each country, as well as identify the top 10 products sold overall. Your script should compute the total sales for each country and then list the top 10 products based on the total sales amount. Ensure to handle any null or invalid values appropriately in the dataset. Provide the Screenshots for the execution of Pig Script on VM and explain the purpose of all these steps.

| # Open Terminal  Ctrl + Alt + t  # Change to Desktop  Cd Desktop  # List Desktop contents to ensure files are present  ls  # Start HDFS  ./hdfs |
| --- |

| # Move the csv files from Desktop to Hadoop CA2 storage  hadoop fs -put ./online\_retail\_II\_A /CA2  hadoop fs -put ./online\_retail\_II\_B /CA2  # Check contents of Hadoop CA2 to confirm move  Hadoop fs -ls /CA2 |
| --- |

| # Creating a Pig script file of code for processing on the Desktop  nano pig\_sales\_processing\_script.pig |
| --- |

| -- Loading csv data files  dataA = LOAD 'hdfs://localhost:9000/user1/CA2/online\_retail\_II\_A.csv' USING PigStorage(',') AS (  Invoice: int,  StockCode: chararray,  Description: chararray,  Quantity: int,  InvoiceDate: chararray,  Price: float,  CustomerID: int,  Country: chararray  );  dataB = LOAD 'hdfs://localhost:9000/user1/CA2/online\_retail\_II\_B.csv' USING PigStorage(',') AS (  Invoice: int,  StockCode: chararray,  Description: chararray,  Quantity: int,  InvoiceDate: chararray,  Price: float,  CustomerID: int,  Country: chararray  ); |
| --- |

Above, we load in the two csv files, each representing a different worksheet from the provided online\_retail\_II file, using the Apache Pig LOAD,USING and AS operators. LOAD specifies and loads the data. USING is a keyword that specifies the PigStorage delimiter function( the data is comma separated ) and AS the specified schema with data types.

| -- Combining datasets(Excel Worksheets)  all\_data = UNION dataA, dataB; |
| --- |

Here we combine/merge the two dataset (worksheets) using the UNION operator.

| -- Filtering out invalid or missing values  cleaned\_data = FILTER all\_data BY (Invoice IS NOT NULL AND StockCode IS NOT NULL AND Description IS NOT NULL AND Quantity IS NOT NULL AND InvoiceDate IS NOT NULL AND Price IS NOT NULL AND Country IS NOT NULL); |
| --- |

Using the FILTER and IS NOT NULL operators we create a new dataset by filtering/removing null values for each of the specified fields(columns).

| -- Calculating and adding a total sale (SaleAmount) for each entry  data\_with\_sales = FOREACH cleaned\_data GENERATE Country, StockCode, Description, (Quantity \* Price) AS SaleAmount; |
| --- |

Creating a new field SaleAmount for total sale amount for each entry(row) by multiplying the price with the quantity purchased.The FOREACH operator iterates over each sales entry and calculates the total sale amount, while GENERATE specifies the fields that should be included or added.

| -- Calculating the total sales by Country  sales\_by\_country = GROUP data\_with\_sales BY Country;  total\_sales\_by\_country = FOREACH sales\_by\_country GENERATE group AS Country, SUM(data\_with\_sales.SaleAmount) AS CountryTotalSales; |
| --- |

In calculating the total sales by country we first use the GROUP operator to group the new dataset with SaleAmount above into a new relation sales\_by\_country based on the country using the BY keyword. We then iterate through each country group created in the previous line in “sales\_by\_country” using the FOREACH operator and aggregate the total sum of “SaleAmount” using the SUM operator, to calculate the total sales amount for each country group. GENERATE again specifies what fields to include or add, in this case Country and CountryTotalSales respectively.

| -- Finding the top 10 products sold overall  products\_sales = GROUP data\_with\_sales BY (StockCode, Description);  total\_sales\_by\_product = FOREACH products\_sales GENERATE FLATTEN(group) AS (StockCode, Description), SUM(data\_with\_sales.SaleAmount) AS ProductTotalSales;  top\_10\_products = LIMIT (ORDER total\_sales\_by\_product BY ProductTotalSales DESC) 10; |
| --- |

Similar to the previous block of code, in calculating the top 10 products by sales overall, we first group the data\_with\_sales data by StockCode and Description into a new relation called product sales using the GROUP and BY operators. Both StockCode and Description are specified for grouping for more precision as some products may be unique but share the same StockCode. We then create a new relation called total\_sales\_by\_product by iterating through each of the unique product sales created in the previous line by grouping and total the sales amounts for each of the groups into a newly generated field called ProductTotalSales using GENERATE. FLATTEN is also used to flatten the previously grouped tuple for easier use and to specify the fields to add to the total\_sales\_by\_product relation. The top ten products by sales are then ordered in descending order for ProductTotalSales using the ORDER and DESC operators and limited to include just ten entries using the LIMIT operator.

| -- Storing the results to HDFS  STORE total\_sales\_by\_country INTO 'hdfs://localhost:9000/user1/CA2/pig\_output/total\_sales\_by\_country' USING PigStorage(',');  STORE top\_10\_products INTO 'hdfs://localhost:9000/user1/CA2/pig\_output/top\_10\_products' USING PigStorage(','); |
| --- |

Finally, we store the previous calculations for total sales by country and top ten products by total sales to the specified HDFS pathways using the STORE operator while specifying how the data should be stored (comma separated) with USING PigStorage(‘,’).

| # Move the pig script to HDFS and confirm move  hadoop fs -put ./pig\_sales\_processing\_script.pig /CA2  Hadoop fs -ls /CA2 |
| --- |

| # Starting Pig  Pig -x local |
| --- |

| # Executing sales processing pig script  exec hdfs://localhost:9000/CA2/pig\_sales\_processing\_script.pig |
| --- |

| # Checking output in hadoop  hadoop fs -ls /CA2/  hadoop fs -ls /CA2/pig\_output  hadoop fs -ls /CA2/pig\_output/total\_sales\_by\_country |
| --- |

| hadoop fs -cat /CA2/pig\_output/total\_sales\_by\_country/part-r-00000 |
| --- |

The output for total sales by country(region) appears to be successful. The country(region) is displayed with the respective total sales value beside it. Some values, as with for United Kingdom appear to be in scientific notation.

| hadoop fs -ls /CA2/pig\_output/top\_10\_products |
| --- |

The output for the top 10 products overall appears to be successful. As per the pig script, we specified the inclusion of the stock code and description, which is displayed followed by the product's totals sales. They are also listed in descending order.

| # Copy output files to local drive  hadoop fs -copyToLocal /CA2/pig\_output ./ |
| --- |
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### Question 5:

#### Explain Apache Flink architecture and illustrate with your own conceptual diagram (Use of online/ book images is prohibited, Use draw.io to create the image).

Apache Flink is a powerful open source processing engine for stateful computations over unbounded and bounded data streams. It enables the processing of large-scale data streams with low latency and high throughput, while providing communications, fault tolerance, and distributed computations (Iqbal, n.d.). Its architecture is designed to handle both batch and stream processing efficiently, and is similar to Hadoop in that it follows a master-slave design (Iqbal, n.d.). Additionally, Flink is designed to run in all common cluster environments and execute at any scale, while performing computations at in-memory speed.

Apache Flink works on a Kappa architecture as opposed to Lambda, in which a single processor-stream handles both batch and real-time data through a single engine(www.tutorialspoint.com, n.d.).

The main components within the Flink architecture for job execution include the Program, Optimiser/Graph Builder, Client, Job Manager, Task Manager, Runtime and State Backend Storage.

The Program or program application, is a piece of code, usually written by the developer, which runs on the Flink cluster.

The Optimiser and Graph builder handle the parsing of the code, its optimisation and the conversion of every job to a data flow graph with the aid of the client (Iqbal, n.d.). The Client, although not part of the runtime and program execution, is responsible for preparing and sending a dataflow to the JobManager. Following this, it can disconnect, or be set to stay connected, monitor interactions and receive progress reports. The Job Manager is one of the main components in the Flink architecture, with some of its responsibilities including creating execution graphs, job scheduling, resource allocation, checkpointing, and recovery.

The main components within the Job Manager are the Resource Manager which manages resources, task slots and communicates with the cluster manager, the Dispatcher which manages job submissions and interactions with the REST API and WebUI to provide information on job executions, the Job Master of which there is always at least one, is responsible for the execution of a single JobGraph, the Scheduler for assigning tasks to Task Managers and the Checkpoint Coordinator which handles state snapshots for fault tolerance (nightlies.apache.org, n.d.). The Task Manager or worker node, is responsible for executing all of the tasks of a dataflow that have been assigned by the Job manager, while maintaining an update status (www.tutorialspoint.com, n.d.). Components of the Task Manager include task slots which are the smallest unit of resource scheduling and the Network Stack which facilitates communication between Tasks Managers and data exchange during task execution. As with the Job Master, there must always be at least one Task Manager (nightlies.apache.org, n.d.). A conceptual diagram of Apache Flinks architecture, and the aforementioned components has been created, using Microsoft Powerpoint, and can be seen below.

|  |
| --- |

#### What is Apache Storm, and how does it differ from other distributed computing systems?

Apache Storm is an open source, distributed big data processing system, that excels at processing large streams of data in real-time.

Storm was originally developed by Nathan Marz at Backtype, for use on social search applications before being acquired by Twitter, for whom it became an essential part of their infrastructure for various critical computations at scale and in real-time (Gupta, 2023).

Apache Storm is now considered an industry leader for distributed, real-time data processing. Its success, and what makes it different from competitors, lies in its ability to provide numerous features such as scalability, fault tolerance, high throughput, cluster isolation, modularity, continuous computation, real-time stream processing and ease of use, all within one package (Iqbal, n.d.).

Technological developments continue to improve the volume, velocity, variety and veracity of data available to organisations of all sizes, and with it, comes the need for its immediate processing and insight, as well as the ability to swiftly respond and adapt to changing situations (Iqbal, n.d.).

Apache Storm provides the solution. Apache Storm is ideal for real time analytics, as it processes stream data in realtime through continuous computation, leveraging Distributed Remote Procedure Calls (DRPCs) to parallelize the computation of intense queries. DRPC is not so much a feature of Storm as it is a pattern expressed from Storm's primitives of streams, spouts, bolts, and topologies (storm.apache.org, n.d.). Storm is robust, reliable and horizontally scalable, through the addition of nodes to a cluster, without any downtime. This allows Storm to maintain performance, even under increasing load through the linear addition of resources. Storm is reliable and fault tolerant, even following node failures. It ensures no data loss, guaranteeing that every message or piece of data is processed at least once (www.tutorialspoint.com, n.d.). Additionally, it is user friendly and flexible, easily integrating with various data sources and in a variety of programming languages. Finally, Apache Storm is fast and powerful, with an incredibly high ingestion rate and very low latency (www.tutorialspoint.com, n.d.).

#### Consider a text file comprising at least 20,000 words and write a wordcount program (Java/ Python) to count the frequency of words and related aggregation functions.

Numerous attempts are made to execute the code but are ultimately unsuccessful. Issues arise with dependencies within the jar and pom files. Multiple attempts are made, including using or altering the pom.xml that successfully executes from a class example. Proof of attempts can be found in the accompanying document, “SSBD CA2 Q5 Wordcount with Storm”.

##### Word Count Topology:

| package com.example;  import org.apache.storm.Config;  import org.apache.storm.LocalCluster;  import org.apache.storm.StormSubmitter;  import org.apache.storm.spout.SpoutOutputCollector;  import org.apache.storm.task.OutputCollector;  import org.apache.storm.task.TopologyContext;  import org.apache.storm.topology.BasicOutputCollector;  import org.apache.storm.topology.OutputFieldsDeclarer;  import org.apache.storm.topology.TopologyBuilder;  import org.apache.storm.topology.base.BaseBasicBolt;  import org.apache.storm.topology.base.BaseRichSpout;  import org.apache.storm.tuple.Fields;  import org.apache.storm.tuple.Tuple;  import org.apache.storm.tuple.Values;  import org.apache.storm.utils.Utils;  import java.io.BufferedReader;  import java.io.FileReader;  import java.util.HashMap;  import java.util.Map;  public class WordCountTopology {  public static class TextFileSpout extends BaseRichSpout {  private SpoutOutputCollector collector;  private BufferedReader reader;  private String line;  @Override  public void open(Map conf, TopologyContext context, SpoutOutputCollector collector) {  this.collector = collector;  try {  reader = new BufferedReader(new FileReader("input/A\_Tale\_of\_Two\_Cities.txt"));  } catch (Exception e) {  e.printStackTrace();  }  }  @Override  public void nextTuple() {  try {  if ((line = reader.readLine()) != null) {  collector.emit(new Values(line));  } else {  Utils.sleep(100); // Sleep if no more lines to read  }  } catch (Exception e) {  e.printStackTrace();  }  }  @Override  public void close() {  try {  reader.close();  } catch (Exception e) {  e.printStackTrace();  }  }  @Override  public void declareOutputFields(OutputFieldsDeclarer declarer) {  declarer.declare(new Fields("line"));  }  }  public static class WordSplitBolt extends BaseBasicBolt {  @Override  public void execute(Tuple tuple, BasicOutputCollector collector) {  String line = tuple.getStringByField("line");  String[] words = line.split("\\s+");  for (String word : words) {  collector.emit(new Values(word));  }  }  @Override  public void declareOutputFields(OutputFieldsDeclarer declarer) {  declarer.declare(new Fields("word"));  }  }  public static class WordCountBolt extends BaseBasicBolt {  private Map<String, Integer> wordCounts = new HashMap<>();  @Override  public void execute(Tuple tuple, BasicOutputCollector collector) {  String word = tuple.getStringByField("word");  int count = wordCounts.getOrDefault(word, 0) + 1;  wordCounts.put(word, count);  collector.emit(new Values(word, count));  }  @Override  public void declareOutputFields(OutputFieldsDeclarer declarer) {  declarer.declare(new Fields("word", "count"));  }  }  public static void main(String[] args) throws Exception {  TopologyBuilder builder = new TopologyBuilder();  builder.setSpout("text-file-spout", new TextFileSpout(), 1);  builder.setBolt("word-split-bolt", new WordSplitBolt(), 2).shuffleGrouping("text-file-spout");  builder.setBolt("word-count-bolt", new WordCountBolt(), 2).fieldsGrouping("word-split-bolt", new Fields("word"));  Config conf = new Config();  conf.setDebug(true);  if (args != null && args.length > 0) {  conf.setNumWorkers(3);  StormSubmitter.submitTopologyWithProgressBar(args[0], conf, builder.createTopology());  } else {  conf.setMaxTaskParallelism(3);  LocalCluster cluster = new LocalCluster();  cluster.submitTopology("word-count-topology", conf, builder.createTopology());  Thread.sleep(10000);  cluster.shutdown();  }  }  } |
| --- |

##### pom.xml (one of many version attempted)

| <?xml version="1.0" encoding="UTF-8"?>  <project xmlns="http://maven.apache.org/POM/4.0.0"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">  <modelVersion>4.0.0</modelVersion>  <groupId>com.example</groupId>  <artifactId>word-count-topology</artifactId>  <version>1.0-SNAPSHOT</version>  <packaging>jar</packaging>  <name>word-count-topology</name>  <url>http://maven.apache.org</url>  <properties>  <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>  <maven.compiler.source>1.8</maven.compiler.source>  <maven.compiler.target>1.8</maven.compiler.target>  </properties>  <dependencies>  <!-- Apache Storm dependencies -->  <dependency>  <groupId>org.apache.storm</groupId>  <artifactId>storm-core</artifactId>  <version>2.4.0</version>  <scope>provided</scope>  </dependency>  <dependency>  <groupId>org.apache.storm</groupId>  <artifactId>storm-kafka-client</artifactId>  <version>2.2.0</version>  </dependency>  <!-- Logging framework -->  <dependency>  <groupId>org.slf4j</groupId>  <artifactId>slf4j-api</artifactId>  <version>1.7.32</version>  </dependency>  <dependency>  <groupId>org.slf4j</groupId>  <artifactId>slf4j-log4j12</artifactId>  <version>1.7.32</version>  </dependency>  <dependency>  <groupId>log4j</groupId>  <artifactId>log4j</artifactId>  <version>1.2.17</version>  </dependency>    <!-- JUnit -->  <dependency>  <groupId>junit</groupId>  <artifactId>junit</artifactId>  <version>4.13.1</version>  <scope>test</scope>  </dependency>  </dependencies>  <build>  <plugins>  <!-- Maven Compiler Plugin -->  <plugin>  <groupId>org.apache.maven.plugins</groupId>  <artifactId>maven-compiler-plugin</artifactId>  <version>3.1</version>  <configuration>  <source>1.8</source>  <target>1.8</target>  </configuration>  </plugin>  <!-- Maven Shade Plugin -->  <plugin>  <groupId>org.apache.maven.plugins</groupId>  <artifactId>maven-shade-plugin</artifactId>  <version>3.2.4</version>  <executions>  <execution>  <phase>package</phase>  <goals>  <goal>shade</goal>  </goals>  <configuration>  <transformers>  <transformer implementation="org.apache.maven.plugins.shade.resource.ManifestResourceTransformer">  <mainClass>com.example.WordCountTopology</mainClass>  </transformer>  </transformers>  </configuration>  </execution>  </executions>  </plugin>  <!-- Maven Jar Plugin -->  <plugin>  <groupId>org.apache.maven.plugins</groupId>  <artifactId>maven-jar-plugin</artifactId>  <version>3.2.0</version>  <configuration>  <archive>  <manifest>  <mainClass>com.example.WordCountTopology</mainClass>  </manifest>  </archive>  </configuration>  </plugin>  </plugins>  </build>  </project> |
| --- |

Section Word Count: 808

Total Word Count: 2575
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